**Dissection of a Chef Recipe or two for windows**

Working with chef one of the first things I needed to do was get to grips with the semantics of ruby.  I did a bit of speed reading, did a few simple ruby programs and I keep a copy of the little book of ruby handy for reference purposes so am becoming more comfortable with that.

What I found though is that it wasn’t problems with getting to grips with ruby and I’m definitely a newbie there but the actual understanding of the Chef recipe DSL. I had a look at the wiki and although it does give some guidance I was thinking that the best way to help someone get started quickly was to walk through a couple of example recipes.

There is a fair amount of information on using Chef with Linux targets so I’ll focus on using Windows as the target as I believe Chef has as much to offer the windows system administrator as it does for Linux sysadmins.

Before you start writing recipes the first thing you need to understand is the anatomy of a cookbook

Taking the definitions from the Opscode Wiki:

Cookbooks contain:

* [Attributes](http://wiki.opscode.com/display/chef/Attributes) that are values on [Node](http://wiki.opscode.com/display/chef/Nodes) to set default values used elsewhere in the cookbook.
* [Definitions](http://wiki.opscode.com/display/chef/Definitions) that allow you to create reusable collections of one or more [Resources](http://wiki.opscode.com/display/chef/Resources).
* [Files](http://wiki.opscode.com/display/chef/Files) that are transferred to your Chef-administered machines via [Cookbook File](http://wiki.opscode.com/display/chef/Resources#Resources-CookbookFile)resource.
* [Libraries](http://wiki.opscode.com/display/chef/Libraries) that extend Chef or provide helpers with Ruby code.
* [Recipes](http://wiki.opscode.com/display/chef/Recipes) that specify [Resources](http://wiki.opscode.com/display/chef/Resources) to manage, in the order they should be managed.
* [Lightweight Resources and Providers (LWRP)](http://wiki.opscode.com/display/chef/Lightweight+Resources+and+Providers+%28LWRP%29) that allow you to create your own custom resources and providers.
* [Templates](http://wiki.opscode.com/display/chef/Templates) that are rendered on Chef-configured machines with your dynamically substituted values. Think config files on steroids, then read [ERB templates](http://wiki.opscode.com/display/chef/Resources#Resources-Template).
* [Metadata](http://wiki.opscode.com/display/chef/Metadata) that tells Chef about your recipes, including dependencies, supported platforms and more.

Cookbooks are arranged in the following folder structure:

attributes/

defintions/

files/

libraries/

metadata.rb

providers/

README.rdoc

recipes/

resources/

templates/

Well I don’t know about you but as a newbie based on the above it’s a bit daunting to try and understand how it all fits together and hunting through the various pages on the Opscode wiki to understand can be slightly frustrating to say the least so I hope a walkthrough of a few simple recipes will help you get started.

Example 1:

**#**

**# Cookbook Name:: myapp**

**# Recipe:: deploymsi**

**#**

**# Copyright 2011, @devopscloud**

**#**

**# All rights reserved – Do Not Redistribute**

**#**

**msifile = File.basename(“myapp.msi”)**

**dir = “buildoutput”**

**drive=”c:”**

**msifiledst = “#{drive}\\#{dir}\\#{msifile}”**

**execute “install #{msifiledst}” do**

**command “msiexec /qn /i #{msifiledst} TARGETENV=DEV”**

**only\_if { File.exists?(msifiledst) }**

**end**

This example does what you think it does it installs an MSI on the target node.

How does it work:

Firstly we define a number of variables to allow us to identify the msi.

All the grunt work is defined in the execute resource:

**execute “install #{msifiledst}” do**

**command “msiexec /qn /i #{msifiledst} TARGETENV=DEV”**

**only\_if { File.exists?(msifiledst) }**

**end**

The resource  type is:**execute**.

The resource name is : **install #{msifiledst} = Install c:\buildoutput\myapp.msi**

It calls the command prompt and then runs msiexec but only if the msi actually exists which is what the only\_if (File.exists?..  bit of the recipe does.

Tip  the ‘\\’ to allow you to  use ‘\’  not an issue with Linux nodes but useful when working with windows nodes.

Building upon the above simple example we’ll now introduce something new in the next example:

Example 2:

**#**

**# Cookbook Name:: myapp**

**# Recipe:: deploywebapp**

**#**

**# Copyright 2011,  @devopscloud**

**#**

**# All rights reserved – Do Not Redistribute**

**#**

**msi = File.basename(“myWebapp.msi”)**

**dir = “buildoutput”**

**drive=”c:”**

**dst = “#{drive}\\#{dir}\\#{msi}”**

**template “C:/chef/tmp/appool.ps1” do**

**source “appool.ps1.erb”**

**end**

**execute “install #{dst}” do**

**command “msiexec /qn /i #{dst} TARGETENV=DEV”**

**only\_if { File.exists?(dst) }**

**end**

**execute “updateappool” do**

**command “c:\\Windows\\System32\\WindowsPowerShell\\V1.0\\powershell.exec:\\chef\\tmp\\appool.ps1\””**

**action :run**

**cwd “c:/chef/tmp”**

**end**

This recipe installs an MSI as in example 1 but it then runs a powershell script that makes modifications to the appool. This recipe introduces the concept of templates. Templates are stored in the templates folder of your cookbook and stored as .erb files. In this example the erb file contains powershell script. So what does these two line mean?

**template “C:/chef/tmp/appool.ps1” do**

**source “appool.ps1.erb”**

This essentially equates to the following:  copy the   file appool.ps1.erb  to target node to the folder c:/chef/tmp  and name accordingly.

Later on in the recipe we actually run the powershell script. Easy huh   ![Smile](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABMAAAATCAYAAAByUDbMAAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAAAgY0hSTQAAeiYAAICEAAD6AAAAgOgAAHUwAADqYAAAOpgAABdwnLpRPAAAAAZiS0dEAP8A/wD/oL2nkwAAAAlwSFlzAAAOwQAADsEBuJFr7QAAA59JREFUOMuFVA9olHUYflQ8s0aIsBAnIyQlDCTIUOZBU4MwC8rIbTIVzGZDMZe2ra6sWbG4DM3JYukwnI67Oba1qXdj4h13OTi3/JftPM3OuRs3vbm77eZ23667p/f7Pq/IbfjCAx+/9/ue732f93l/wATxwIqMoRMwRWrgHDiKQP8RsK8KgeAhOAM/wHTne2TgccE6GKIWmIcsGBn1vML4X5uZCG4nwx8y0Z3D+JUsDrfMYbcZI7e+gfnaFzBMSDRkRXrUCo/SuYocrSRjh8iR78jol+TgbrJ/K3kvl7xjZNL7LKO1Bno/h+fGJ0gfX5EQjf2xlh0H19O+LVPDpZ8KmIzuFbJiJu59MC4Xs4JXd8HzvwqltXLl4hp66/J4veFrjoaDGrosJv75yxohK6G35uXxucNg+EewoxDl/4ltgcK4hbbCDCrR+0zF6P2AVgWHSibPnReyAijuDcjEYC3KYr+9RSbr2bIpTXuxurqa+fn52nNjDoTs48lzHvDuftC9HmWQ8bvjPSXk3zW0bZ3Dfq+bqowq+i7btDMO7pw81w7GasFz6+DGwM8IJsPfkkoV/fZ87W8pNOVNY7d9NRnZTn9z1vic+I+/gonT4Nm3EUTosOg1bBYR9osdBMoxMu4ixxzkg4NCtEN8toUMriXvik0CH5H+98mb0qpbyFyCNrD1DSgQZwcTfbvET189RJlo9Jmmk05UICTir9srya4XyIvPiE4ztIroFJyTyhpB22tSmboi8a535cNitu1ZSn9bjqYRw9vIgS06Ufer5PXF5JV55IUntQn6xRJtBUJ2FhwRi7SsghM9B1AatcmLA4X0NbzO+veeY+R3IQht0lvzryB9LwqR2KDjaRF8GiMNYP07oG+fkNnBm8Wi4QqUovcAMnv2iW69uRy7ncfOyiWsyEqjY898+o49z7BjIYddcxk+nUZfxVQ6doAVL4GdJnCsGUw2gaeyoTQvF5+poS5t9ORcaSdbYKSvZgEbN89i5XIDyxdOYdk8sHwBWLlUJpn7sKJWwRl5LpIzI8z/rpO6W+rSKg2zRZv55DXR5lI6I2eeYqjewJAFDImXIid1jVJEvZ9Ke0Z46hY9cnuo2391NzzhKoNM6wkRerpmSG1qLn1qGpFdb+1GkU5kNT5ya6SivQgzZWnNF2TXgtJK7LhuyNT41andKtU1UluzLsPMx16S7RuR4cqDybEOTtXZrW/qPlLH35QNU8vKiW/afwCAjDRP1yQjWQAAAABJRU5ErkJggg==)

The key thing here really is that all the Powershell you inevitably use as a windows administrator is still reusable and I haven’t even started talking about providers as yet.

The examples above are simple and not exactly robust but they do stuff which is all we want chef recipes to do really.

Recipes are quite a huge topic and I have barely  scraped the surface with these two  simple examples.